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ABSTRACT

As the size of software is getting huge, it is difficult
for testers to check out all parts of source code in
white-box style during integration testing or system
testing period. Therefore functional test methods based
on requirements information are frequently used in
system level test. There have been a lot of test methods
based on requirement specification. Each method has a
different approach to specify software requirements.
Test engineer should consider those various aspects of
approaches and select proper black-box testing method
to be applied. This paper presents the empirical
comparison of major black-box testing methods and
shows the different results by applying them to test a
certain software system. The result shows that black-
box testing methods check different levels of code
construct. Test planer should consider the combination
Jor the efficient test methods which combine extended
use case test method and OCL test method.

Keywords: Specification-based test, Comparison of
testing methods, Black-box test, Performance of testing
methods.

1. INTRODUCTION

Software testing is used to evaluate the correctness,
completeness and quality of developed computer
software. There are two main approaches of software
testing. One is white-box testing and the other is black-
box testing. White-box testing method is used for
logical and analytic test in unit test level. Meanwhile
black-box testing is used in integration level or system
level because black-box test does not need to look into
source code but just need to execute a system by using
input data and output result.

Even if we select a testing method among black-box
testing methods, the test result will be different because

the technique specifying requirements and the method
extracting test data are different in spite of the same
black-box style. If we don’t apply a proper test method
for black-box testing, we can’t trust the test result and it
produces enormous loss due to a waste of time,
manpower and money. Accordingly we need the various
comparative studies of test techniques to apply properly
in the testing field.

A couple of papers defined the elements to compare
the performance or the efficiency and the method to
build test case. These papers propose the method of
comparison based on cost, efficiency, usefulness, and
the number of faults[1][2][3]. Most researches showing
the results of test methods comparison are related to
statement coverage test, branch coverage test and data
flow coverage test based on white-box test. The subject
system in these papers experiment is also developed by
procedural paradigm[4][5][6]. It is difficult to find out
the comparison papers of black-box testing based on
OO specification even though programming paradigm
was shifted to Object-Oriented.

This motivation makes this paper execute five black-
box testing methods based on requirements of two
target systems developed by OOP and analyzes testing
results. Because test case specification and checking
parts of five testing techniques are all different, it is
difficult to acquire a uniform of the comparative
criterion. But the number of accessed variables or
methods in an object can be applied to the criterion
equally. Five black-box testing methods used for
empirical comparison are use-case driven testing, black-
box testing using collaboration diagram, testing using
extended use-cases, testing using formal
specifications(OCL or Object-Z). Two target systems
are adopted to evaluate these five testing methods. One
is ATM system and the other is the session scheduling
system.

IF u-@

COMPUTER
SOCIETY

Proceedings of the Fourth International Conference on Software Engineering Research,
Management and Applications (SERA’06)
0-7695-2656-X/06 $20.00 © 2006 IEEE



This paper is organized as follows. Section 2 of this
paper introduces testing methods based on
requirements. Section 3 describes how to test ATM
system and session scheduling system by executing five
different testing methods. Section 4 shows the
comparison of testing method’s approach. Section 5
presents analysis of coverage results in target systems.
In section 6, we propose efficient compound mixed
from test techniques to make coverage the largest. Our
conclusions are presented in Section 7.

2. TEST METHODS
REQUIREMENTS

BASED ON

Along with information technology development, the
complexity of software 1is increasing rapidly.
Accordingly various requirements and modeling
techniques are developed in order to help comprehend
system and communicate opinion with others.
Requirements specification is a baseline of software
project. Therefore functional testing frequently uses
various forms of requirements such as use-case
diagram[4], OCL[5], collaboration diagram[6], Object-
Z[7], extended use-case diagram[8], state transition
diagram[9] and Petri-net[10]. How these different forms
of requirement specification make effect on selecting
test cases and testing results? That is big research
question in this experiment.

Software paradigm was turned toward object-
oriented development method from traditional software
development. In these days object-oriented languages
are widely used in implementing software systems.
Accordingly in this paper, we choose to make
experiments of testing methods closely related to
object-oriented development methods and also pick
systems implemented by JAVA programming language
as a target system. In object-oriented point of view we
shift out simple use case, extended use case, Object-Z
mixed with state diagram, OCL devised to constraint
UML.

UML is lovely used by OO developers for analyzing
and modeling requirements. All of the testing methods
compared in this paper are using UML specification to
select test cases. Evaluating five black-box testing
methods based on UML specification make clear in
selecting UML based black-box testing. In our research
two target systems are neither parallel system nor real-
time system required to synchronous verification. Both
are sequential systems operated a designed sequential
task. In other words, these are sequential systems whose
main functions are to control sequential transaction by a

state transition simulation and a wuser interface.
Therefore, we would not consider the test methods
designed to a parallel processing and a synchronous
specification like Petri-net technique.

2.1. Use case Driven Testing

Test case extraction from simple use-case
diagram[4] is shown in Figure 1. First, by using use-
case diagram test engineers describe functions of a
system and define the flow of events from those
functions. Second, they redefine events flow with the
graph which is predefined in natural language for
composing possible scenarios. Last, test cases are
extracted from scenarios with adding exceptions. In this
method, algorithm in the system and interaction
between program modules are not considered. Test
engineers only forecast, define and verify possible
erTors.

Event Flow:
Use case starts
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Figure 1. Process for use case driven testing
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Figure 2. Process for testing using
collaboration diagram

2.2. Black-box Testing Using Collaboration
Diagram

Collaboration diagram in UML represents
correlation and messages to display interaction between
objects. Black-box testing method using collaboration
diagram[7] begins to make function-centered
collaboration diagram and then extracts test cases with
correlation and message flow between objects. In other
words, test engineer composes sequence of operation’s
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calling and defines input/output values and makes test
cases for invoking series of message passing.

2.3. Testing Using Formal Specification

Object-Z was converted from Z, a formal
specification language for describing object-oriented
systems[10]. Test cases are extracted from Object-Z
specification as displayed in Figure 3. First, the major
classes are described with Object-Z and then Object-Z
is transformed to state transition diagram along with
transition paths of objects states. Finally, we make test
scenarios from state transition diagram and select an
input data and expected results for each scenario.

UML has a formal specification method to
compensate modeling only using diagrams. Object
Constraints Language is useful to present both
responsibility and authority of objects clearly by using
pre-condition and post-condition constraint In order to
build test cases from OCL we need to partition domain
of functions to be tested and then express constraints in
OCL. Next we analyze the relations between objects in
the partitioned domain and divide each object’s
components such as attributes, initial values and
variables. Finally, we arrange the components and the
constraint of the objects to make test cases. Testing
makes sure that the components satisfy their constraints.

method makes use case. Second, we compose a scenario
and extract classes or parameter used in classes. Third,
we combine the scenario and parameter of classes and
extract MM-path(Method/Message path). Finally we
make test cases by setting input events and output
events expected of MM-path from a scenario.

Class/method
E> extraction ) Case  Jnput dutput
Scenario —
- Instance |:>MM Path |:>A()7>B() :
B o ) bo-co | - foxe

(Use Case)

(Sequence Diagram)

Figure 5. Process for testing extended use
cases

3. EXPRIMENT OF TESTING
SOFTWARE

ATM

ATM(Automated Teller Machine) software is
selected for this study and the system is implemented
using Java language. Data transmission and function
selection occur frequently between ATM system and a
user. ATM system opens two accounts for a customer.
A customer needs PIN and customer number for
transaction like cash withdrawal.
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Figure 3. Test process using Object-Z
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Figure 4. Process for testing using OCL

2.4. Testing Using Extended Use Cases

The test case extraction of extended use case test
method is shown in Fig. 5. First, extended use case test
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Figure 6. ATM class diagram

Figure 6 shows ATM software architecture. KeyPad
class inherited from JPannel class makes user interface
to input data. ATM class inherited from Jframe class
which is a super class of ATM class builds a frame and
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accesses KeyPad class, Bank class, Customer class and
BankAccount class. Bank class uses Customer class.

3.1. Experiment #1: Use Case Driven Testing

In exterior user’s point of view, use case diagram
defines system functions to specify system
requirements. Figure 7 shows a use case for
‘Withdrawal function’. In case of withdrawal balance
can be enough or shortage. Also we need to consider
both normal case and exception case to make test cases.
A test case for cash withdrawal is shown in Table 1.

* Use case name | Withdrawal
actor Custorner

A customer get
authentication narmally |
1. & customer push the

button of withdrawal
Authenticaton function

Pre-condition

2. & customer input

Event flow
cash amount
deposit 3. ATM System
surrender and show a

customer

- halance

3.1 In a balance shart
case, AT system
show the message to
deny the withdrawal
Terminate the
transaction normall

Figure 7. Use case for withdrawal

Ll

Exception

Pre-condition

Table 1. Test cases for checking withdrawal

State Input | Output Balance

Normal 30$ 1. 30$ cash Before: 50%
1. remainder 208 | / After: 20$
Abnormal | 80$ 1. Balance short | Before: 50%
message / After: 50%

3.2. Experiment #2: Black-box Testing Using
Collaboration Diagram
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Figure 8. Collaboration Diagram

Collaboration diagram in Figure 8 displays the
sequence that after a customer creates ATM object,
ATM  system prepares ATM functions and
communicates messages between objects.Table 2 shows
test cases for collaboration diagram which describes
systems creating ATM object and preparing
transactions. Also it describes the sequence of access
between objects and messages to be collaborated. From
collaboration diagram, we understand the methods of
functions and expect input/output values. Test cases
were built from compounding of those method and
input/output data.

Table 2. Test cases extracting from
collaboration diagram

No  Test cases Input Oracle
1 ATM.AT  Instrumented actionName:constructor
M() code linkEndOgjectTypeName:A
™

next : KeyPad.clear()
2 Pad.clear() Instrumented actionName:clear()
code linkEndOgjectTypeName:
KeyPad
next :
ATM.setState(START _STA
TE))
3 ATM.setSt  Instrumented  actionName:setState(STAR
ate(STAR  code T STATE)
T _STATE linkEndOgjectTypeName:
) ATM

oo ceoe eee cee

16  currentAcc Instrumented actionName: withdraw()

ount.withd  code linkEndOgjectTypeName:

raw() BankAccount
next: ATM.setState(ACCOU
NT_STATE)

17 setState(A  Instrumented actionName:

CCOUNT  code setState(ACCOUNT _STAT

_STATE) E)
linkEndOgjectTypeName:
ATM

next : KeyPad.clear()
18  Pad.clear() Instrumented actionName: clear()
code linkEndOgjectTypeName:
KeyPad
next : NULL

3.3. Experiment #3: Testing using Object-Z
specification

After generating Object-Z specification of target
system, we draw state transition diagram about an
important object. Then we make a scenario and expect
input/output values from the sequence of state transition
diagram. Figure 9 shows state transition diagram and
scenario about a withdrawal and deposit function. Table
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3 shows the test cases driven by state transition diagram
of withdrawal object.

1, Sterd{stale = START_STATE)
1«_;,}"- 2, setCustomerNembenstate = PIN_STATE)
/"Ii" 3 :L:;_ 3, selectCustomel{state = ACCOUNT_STATE)
\E P 4, selectaccount{state = TRANSACT_STATE)
) J B1 witdraw(state = ACCOUNT_STATE)
pe Id.’ u-.,_?]-" 5.2 deposif{state = ACCOUNT_STATE)
< - 6 End

Figure 9. ATM State Transition Diagram

Table 3. Test cases based on Object-Z

Input Oracle Remarks
ID PIN Withdrawal or Deposit Balance
1. normal withdrawal Balance 0
S i 1234 Withdrawal: 300
C 2. normal deposit Balance 0
E 1 1234 Deposit : 3000
3. PIN Error
N 1 1234 Error
A Message
4. Cancel a selection of Account
R™ 1234 Initial
1 i ) screen
5. deposit after withdrawal Balance 0
O 1 1234 Withdrawal:300 / Deposit:  -200 200
100 decrease
6. withdrawal after deposit Balance 0
1 1234 De&osit: 300 / Withdrawal: ~ +200 200
10 increase
Table 4. Partition of object category
Class LB LB+1, HB-1 HB (High
(Low Boundary) boundary)
ATM 1 N/A N/A
KeyPad 1 N/A N/A
Bank 1 N/A N/A
Customer 1 N/A N/A
Table 5. Test cases based on OCL
Test Script Test Data Oracle
Pstatel F
pad.setValue() Pstate2 T
Pstate3 F
Pstate4 F
Pstatel F
theBank.findCustomer(customerNumber,  Pstate2 F
pin)-customer
Pstate3 T
Pstate4 F
Pstatel T
theBank.findCustomer(customerNumber, — Pstate2 F
pin)<>NULL
Pstate3 F
Pstate4 F
) Pstatel F
currentCustomer.getCheckingAccount() Pstate2 F
Pstate3 F
Pstate4 T

3.4. Experiment #4:
specification

Testing wusing OCL

Table 4 shows the partition of object category. The
range of multiplicity depends on the system. But in this
case only one customer can create a transaction at one
time. Therefore LB(Low Boundary) is just 1.

Table 5 shows the final test cases derived from OCL
specification. In ATM system, a state attribute has
information of transaction about what ATM serves for
customer. List of test script includes methods changing
the value of state attributes. List of test data is the value
of the state attribute. Value of Pstatel is
‘START STATE, value of Pstate2 is ‘PIN STATE’,
value of Pstate3 ‘ACCOUNT_STATE’ and value of
Pstate4 ‘TARNSACT STATE’. So we can check that
the value of states can changed correctly according to
calling of a method.

3.5. Experiment #5: Extended Use Cases

For using extended use cases we should prepare
scenarios with specific instance of use case. Then we
extract the message paths of methods from scenario and
map input/output value into use case instance. Table 6
shows scenario about the function of selecting “Check
Account”. Table 7 is test cases from extended use case
test method about initial state of ATM. Initial state
should be ready to receive customer ID and PIN.

Table 6. ATM Cash Withdrawal Use Case

Agent Action
ATM  Customer number request
User  Customer number entry
ATM  PIN request
User  PIN entry
ATM  Account selection
User  Checking selection
ATM  Amount and transaction type request
User  Amount entry and transaction selection
ATM  Cash delivery
User  Cash withdrawal
ATM  Account selection
User  Exit
ATM  Customer number request
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Table 7. Test cases based on extended use
case

Test Case including Test Script InputOutput  Note
ATM.ATM()->pad.clear() Before data
input
AButtonListener.actionPerformed()-> " Data
ATM.setCustomerNumber()-> input(click
pad.setValue() button
No.l)
ATM.setState()->pad.clear()-> """ After data
display.setText("Enter PIN A=OK") input

4. RESULTS OF EXPRIMENTS

Most of the test case derivation methods affect a
format of test case, amount of test data, coverage
because of their unique test case extraction technique
and approach. In this section we compare features of
test derivation methods.

Figure 10 shows coverage of each test case method
and domain of system during composing test cases.
Simple use case driven testing method doesn’t concern
inside of the system at all. However, in case of testing
method using extended use cases test engineers make
use scenarios for selecting test cases. When test
engineers find a fault, they make a specific test case by
inspecting inside of the system such as source code in
detail. For instance, if test engineers make test cases on
a basis of certain scenario and find faults at node D in
System Exterior Domain in Figure 11, test engineers
would concern source code as faults related with node
D and then they will build new test case again more
specifically.

<Modeling Domain tPngraming Domain

I
<System Exterior Domain: : i
|
|

|
[ olams b ]
Daomain 4 } aublio vaid 3af(}
f q o= B .. F
| clasaCd .
| } o= .. b
I T
Sirfale Use Case Test M d Collaboration Diagram Test Method
Covaragel = Ohject-2 Test hethod ‘QCL Test Methos

[ Estended Use Case Test Method —

Figure 10. Approach features of test methods

In case of Object-Z test method we first understand
the relationship of methods between objects in system
and make scenarios to be tested finally. In Figure 11,
available scenarios are two paths as shown in system
exterior domain. So, we can test only two scenarios, (A,
B, D, E) and (A, C, D, E). In case of OCL test method

the technique to derive test cases cannot be related to
scenario at all. So to speak, test cases can be derived
from only certain states, methods, member variables or
relationship of classes. It means that the volume of test
cases depends on how to partition a target and
relationship.

Test case derivation methods have different points of
system domain and system access direction during
testing. For example, black-box testing using
collaboration diagram and Object-Z start to test with the
model domain. But levels of coverage are different so
that after testing with collaboration diagram test
method goes down into source code level as a program
domain. But testing method with Object-Z goes up to
functions of system level. Therefore if test document
depend mainly on modeling specification language like
class diagram and test level is a system functional level,
Object-Z test method is better than others. Meanwhile,
if test document depend mainly on  modeling
specification languages like class diagram and purpose
of the testing is to test inner flow of program source
code focusing certain value of data, testing method
using collaboration diagram will be the best choice.

4.1. Coverage Analysis

For identifying characteristics of five back-box
testing methods, we measure coverage of each testing
scenario as standard for comparison. The scenario is
that customer accesses ATM system, selects account,
selects transaction and finishes the transaction. We
measure the percentage of coverage invoked by test
cases generated by each testing method.

Table 6 shows that the coverage of extended use
case test method is 84%, collaboration diagram 44%
and Object-Z test method 44%. The coverage of the
extended use case test method is almost twice lager than
Object-Z or collaboration diagram test method. The
reason of big difference is that extended use case
accessed logical flows as well as functions because the
process of extended use case test method proceeds from
black-box type to white-box type. That is to say, test
direction is top-down process down from system level
to source code level. On the contrary, the Object-Z or
collaboration diagram test method’s coverage is low
because the method is only on the basis of black-box
test of a test transition of state and a relation between
objects. Also Table 6 shows that the percentage of
coverage is 74% in OCL test method which partitions
dependency and multiplicity of a relationship between
classes, data members, methods and their combination.
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In the case of simple use case diagram test method, the
percentage of coverage is the lowest as 24% because
this method is completely black-box test method which
covers only the fact related to UI(User Interface.

Table 8. Coverage with the same scenario
Simple Collaboration Object- OCL Extended

Use Diagram Z Use Case
Case

Target Variable(24) 9 10 11 21 23

Object

Method(27) 3 12 11 16 19
The number among 12 22 22 37 42
51
Coverage(%) 24% 44% 44% T4%  84%
4.2. More Experiment

To acquire reliability of coverage analysis, we test
the Session Scheduling system which is larger than
ATM with all five black-box testing methods
introduced in Section 2. Figure 11 is the class diagram
of Session Schedule System. Session Schedule manager
opens classes to session and students take courses.
While students try to take courses, system checks a
capacity of classes and completion of required subjects.
Students can add, delete and refer to classes.

subjects list in right side. This scenario is used to each
test derivation method equally. For this test, we found
member variables and methods as test target and test
data, and the result of coverage is shown in Table 9.

As shown in Table 9, data shows that simple use
case’s coverage is 41%, collaboration diagram’s
coverage 46%, Object-Z’s coverage 48%, OCL’s
coverage 66% and extended use case’s coverage 81%.
Even though there is little difference from ATM system
test's results, you can figure out that the coverage of
simple use case test method and of extended use case
test method in session schedule system, gets larger than
ATM system. As we already mentioned the reason for
these gaps in section 4, the reason isthe different
direction to access domain of the system and the
different viewpoint of each method as well.

Table 9. Coverage Of Session Schedule

System
Simple Collabora Object-Z OCL Extended Use
Use tion Case
Case Diagram
Target 33 25 23 47 53
Variable(59)
Method(51) 12 26 30 26 36
Total Number(110) 45 51 53 73 89
Coverage (%) 41% 46% 48% 66% 81%
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Figure 11. Class diagram of session
scheduling system

The scenario to test session scheduling system is the
following. Students access system, select the subject
among the subject, and then browser shows selected

5. Combination for Coverage Maximization

In the table 8 and table 9, although the percentage
figures are some different, the comparison of the
coverage says the same result of the coverage
percentage like “simple use case test method <
collaboration diagram test method < Object-Z test
method < OCL test method < extended use case test
method”.  Especially OCL test method has
approximately 70 % and extended use case test method
has about 80%. Therefore we can refer to extended use
case or OCL if you need to consider broader coverage
as test purpose in the test planning stage. In addition,
we can test software systems efficiently with
combination of extended use case test method and OCL
test method.

As you look into the Section 3 and Section 4, those
test methods are some different aspects in the process of
extracting the test cases between OCL and extended use
case test method. For extended use case test method, it
is black-box test based on the functions of the system by
using a scenario which contains the test of a logical
flow of the inner program in the system. Otherwise,
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OCL test method isn't for the verification about the
logical flow but it tests the relationship with member
variables or methods or objects, which are components
of the logical flow. Hence, first if we test a scenario
instance which represents the logical flow by extended
use case test method, and then traces the fault from the
error spot by OCL Test Method when the error rises, it
would be efficient test work.

6. CONCLUSIOIN

It is necessary for developing quality software that
developers make specification of user requirements
before implementing a system. So, the method using
specification is the easiest and plain way to test whether
the system is built correctly or not. We tested ATM and
Session Schedule System with five test methods, and
compared features and coverage of each method. This
empirical experiment shows how and why the coverage
is different according to the point of view in test
approach.

Moreover, we considered the combination for the
efficient test methods which combine extended use case
test method and OCL test method. If we use the data
from this study about various black-box test methods as
the required material and the results of this experiment
is organized well, it will be helpful in planning and
improving the performance of software testing
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